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Introduction

      This paper explains the instruction sequence necessary to initialize floating point instructions

on the IBM 486DX2 processors and the instructions necessary for saving the state of the coproc-

essor during SMM.

     Many complex mathematical calculations require that numbers which include decimal places be

used to insure accurate final results.  Originally, computer systems that incorporated a floating

point instruction execution unit (more commonly called a math coprocessor), did so by means of a

chip that was external to the microprocessor.  As technology improved and system performance

became more important, the math coprocessor was placed onboard the microprocessor itself.

This was the beginning of the 486DX class of processors.  By having the coprocessor packaged

with the microprocessor, there were no dependencies on the bus speed for data transfer between

the two units.  Therefore, the results from the floating point unit's calculations could be quickly

transferred to the microprocessor.

     Because the math coprocessor is still technically a silicon chip separate from the microproces-

sor silicon chip, it must be treated as such.  Before executing any floating point instruction or dur-

ing System Management Mode, there are special instruction code sequences that must be

followed to insure that proper data handling and instruction executions occur.

     

        

Floating Point Instructions, RESET,  

and the IBM 486DX2

     In general, whenever the IBM 486DX2 processor comes out of a RESET, the programmer

must first initialize the floating point unit before executing any floating point instruction.  To per-

form the FPU initialization, the FINIT instruction must be placed prior to any other floating point

instruction in a program stream.
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     The above description holds true for IBM 486DX2 processor revisions 4.1 and below.  How-

ever, beginning with revision 4.2 of the IBM 486DX2, whenever a programmer wishes to use the

FRSTOR instruction (after a RESET), the FINIT instruction does not need to be executed before

the FRSTOR instruction.  

    Excluding the FRSTOR instruction, all other numeric processing instructions require the FINIT

instruction to be executed first after a RESET.

Floating Point Instructions, SMM, 

and the IBM 486DX2

     To insure that data integrity, with respect to Floating Point Instructions, is maintained during

SMM, there is a special instruction procedure which must be followed.  

     To save the state of the FPU during SMM, the FNSAVE instruction must be used.  This is fur-

ther explained in the "Maintaining FPU State"  in the SMM section of the IBM 486DX2 Data

Book.

     The FPU state can be restored to the processor by executing the FRSTOR instruction.  As

stated earlier, if the FRSTOR instruction is executed following a RESET, revisions 4.1 and below

require the FINIT instruction to be executed first.
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